**CS156 – Introduction to Artificial Intelligence Midterm Review**

By: Zayd Hammoudeh

**Introduction to Agents**

An agent perceives its **environment** through **sensors** and acts upon the environment through **actuators**.

|  |  |  |  |
| --- | --- | --- | --- |
| **Turing Test** – A test where a human poses a series of questions to the computer and after seeing the responses cannot distinguish the **responses** from those of a human.  **Components Needs to Pass the Turing Test:**  1. **Natural Language Processing**  2. **Knowledge Representation** (i.e. storage paradigm)  3. **Automated Reasoning**  4. **Machine Learning** | **Total Turing Test** – A variant of the Turing Test where the robot passes entirely as a human.  **Additional Requirements Over Standard Turing Test:**  1. **Computer Vision**  2. **Robotics** | **Rational Agent** – For **every possible percept sequence**, the rational agent selects the action it expects to **maximize its** **performance measure** given the information in the **percept sequence** and whatever **built-in knowledge** it has.  **The maximizing action depends on:**  1. **Performance Measure**  2. **Any prior/built-in knowledge of the agent**  3. **Percept sequence to date.**  4. **Set of possible actions.** | **Percept** – An agent’s perceptual inputs through **sensors** at any given instant.  **Percept Sequence** – Set of all percepts to date. |

**Agent Function:** **Map from percept sequences to an agent action**. **Example:** An agent action table.

Agents run an agent program. The agent program runs on the **agent architecture**. The combination of the **agent program** and agent architecture is called a **complete agent**.

**Cognitive Science:** Brings together computer models from AI and experimental techniques from psychology to construct precise and testable theories of the human mind.

**Task Environment (PEAS)**

|  |  |  |  |
| --- | --- | --- | --- |
| **Performance Measure (P)** – Targets/goals the agent will try to achieve. | **Environment (E)** – Objects that interact with the agent or the agent interacts with | **Actuators (A)** – Tool(s) used by the agent to interact with the environment. | **Sensors (S)** – Tool(s) used by the agent to perceive the environment. |

**Properties of a Task Environment**

|  |  |  |  |
| --- | --- | --- | --- |
| **Fully Observable vs. Partially Observable**  Can the agent see the entire environment **at once** (e.g. chess)? If not, it may keep a history of what it has observed (taxi-driver). | **Deterministic vs. Stochastic**  Is the next state completely determined by the current state and the action (chess)? Otherwise it is stochastic (taxi-driver). | **Single-Agent vs. Multi-agent**  Do objects in the environment need to be treated as other agents? Multi-agent environments can be **competitive** (chess) or **cooperative** (taxi-driving). **Communication** between agents is possible as is **randomized behavior** to avoid predictability. | **Episodic vs. Sequential**  In an episodic environment, the agent’s experience is divided into episodes. In an episode the agent receives **one percept** and performs **one action** (e.g. quality control robot). In sequential environments, **current actions affect future actions**. |
| **Static vs. Dynamic**  Does the environment **change while the agent is making a decision**? Chess is static while taxi driving is dynamic. | **Discrete vs. Continuous**  Time, percepts, and actions divided **into a fixed, finite set** (e.g. chess)? A continuous environment is taxi-driving. | **Known versus Unknown**  In a known environment, all outcomes of actions are known. In an unknown environment, the agent needs to figure out how it works to make good decisions. |  |

**Example Episodic Agent**

Quality Assurance robot.

* **Performance Measure:** Fixed minimum and maximum tolerances for a widget. (Example ball board min/max weight, diameter, roundess)
* **Environment:** Widget (example ball bearing) received for inspection on an input system. Good bin and discard bins.
* **Actuator:** Arm to place widget in either discard bin or good bin.
* **Sensor:** Check ball bearing weight, diameter, roundness etc.

**Types of Agent Programs**

|  |  |
| --- | --- |
| **Simple Reflex Agent** – Select actions based off the **current percept only.** Often defined by **condition-action rules** (i.e. **productions**) | **Model-Based Reflex Agent** – Similar to a Finite State Automata. Uses **internal states** to keep track of the environment. Updates the internal state based off how the environment evolves independently and how the agent’s action affect the environment. This is called the agent **model**. |
| **Goal Based Agents** – A **goal** is a binary condition (i.e. either met or not met). A goal based agent tries to reach a target goal. **Search and planning agents** may be goal based agents. | **Utility Based Agent** – Agent applies a **utility function** to its performance. Agent tries to maximize its overall utility function. |

**Additional Definitions**

|  |  |  |  |
| --- | --- | --- | --- |
| **Problem solving agents** deal with **atomic environments** (i.e. the environment is treated as a single whole and is **indivisible**). | **Planning agents** deal with **factored or structured environments** (i.e. the environment has **attributes**/**variables** each of which has a **value**). | **Search** – Process of looking over a sequence of actions. | **Solution** – A sequence of actions that takes the agent from the initial state to the goal state. |

**Search Problems**

**Classical search problems** are **deterministic**, **fully-observable**, **known**, and the solution is a **sequence of actions**.

|  |  |  |  |
| --- | --- | --- | --- |
| **Solution:** A sequence of actions that takes the agent from the initial state to the goal state. | **Root**: Initial State  **Edge/Branches**: Actions  **Node/Vertices**: States in the state space  **Leaf**: A node with no children | **Node Expansion** – Applying all legal actions to the node and **generating** all successor states. | **Frontier or Open List** – Set of successor nodes that have not yet been expanded. |
| **Search Strategy:** Method for choosing the node on the frontier to next expand. | **Repeated State:** Any state visited more than once during a search.  **Redundant Path:** Any two or more paths that go to the same state. | **Closed or Explored Set:** States that have already been expanded. | **Loopy Path** – Where a repeated state is expanded causing you not to continue to explore the same section of a graph. |

**Definitions:**

|  |  |  |
| --- | --- | --- |
| **Uniformed Search** – Also known as (**Blind Search**) is any search that has no information on the search space. | **Informed Search** – Uses **heuristics** that inspect the state space to prioritize moves. | **Explored Set** – Set of all nodes already visited. |
| **Branching Factor (*b*)** – Number of branches/children/successors from a given node. Generally lists as the **maximum branching factor.** | **Depth (*d*)** – Number of branches/children/successors from a given node. | **Frontier Set** – Set of all nodes available for expansion. |

|  |  |
| --- | --- |
| **A Problem consists of five attributes:**  1. **Initial State**  2. **Set of possible actions** (ACTIONS)  3. **Successor Function/Transitional Model** (RESULTS)  4. **Goal test** (TERMINAL-TEST)  5. **Cost Function** | **Four Ways to Rate/Measure a Search Strategy:**  1. **Completeness** – If a solution exists, does the algorithm always find it?  2. **Optimal** – Is the solution found by the algorithm always optimal (i.e. have the lowest cost).  3. **Time Complexity** – Amount of time required by the algorithm to perform the search.  4. **Space Complexity** – Amount of memory required by the algorithm to perform the search. |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Name** | **Memory Complexity** | **Time Complexity** | **Complete** | **Optimal** | **Queue Type Used** | **Comments** |
| Depth Limited Search |  |  | No | No | Stack | is the maximum allowed depth.  1. Incomplete if  2. Can be non-optimal if |
| Depth-First Search |  |  | Yes if the graph is finite, No otherwise | No | Stack | 1. Not complete because of the infinite branching problem (e.g. loop).  2. Can be considered special case of depth-limited search with  **Always expand left most node that can be expanded.** |
| Iterative Deepening Depth First Search |  |  | Yes | Yes | Stack | Calls Depth Limited Search algorithm times |
| Breadth First Search |  |  | Yes | Yes if uniform step cost | Queue | Can be considered a variant of uniform cost search where each step cost is the same.  **Expand the root node and then expand all children of the root node in the order they are encountered until all nodes are expanded or a goal is reached.** |
| Bidirectional Search |  |  | Yes | Yes if uniform step cost | Queue | Variant of Breadth-First Search where two breadth first searches (one from start and one from the goal) are initiated and carried out simultaneously.  **Generalization of Breadth-First where the root (i.e. initiate state) node is expanded first and nodes are expanded based of their non-decreasing distance/cost from the root.** |
| Uniform Cost Search |  |  | Yes | Yes | Priority Queue | Variant of Breadth-First Search where the step cost is not uniform.  - Minimum (optimal) cost to the goal.  - Minimum step cost |
| Greedy Best First Search | N/A | N/A | No | No | None | Selects node for expansion based off the one with the **lowest heuristic cost**.  Can oscillate in a dead end condition. |
| A\* | Based off quality of heuristic | Based off quality of heuristic | Yes | Yes with heuristic conditions | Priority Queue |  |
| Recursive Best First Search |  | Based off quality of heuristic | Yes | Yes if heuristic admissible | Stack |  |

Completeness above assumes the branching factor is **finite**.

**Iterative Deepening Depth First Search (also known as Iterative Lengthening Search)**

|  |  |
| --- | --- |
| def ID\_DFS(problem, limit):  # Incrementally increase the maximum depth  for maximum\_depth in range(0, *limit*):  result = Depth\_Limited\_Search(*problem*.INITIAL\_STATE(),  *problem*, *maximum\_depth*)  # If solution found return it.  if(result is not None):  return result | def Depth\_Limited\_Search(*node*, *problem*, *depth*):  if(*problem*.GOAL\_TEST(*node*)):  return SOLUTION(*node*)  if(depth == 0):  return None  for *action* in *problem*.ACTIONS(*node*):  *child* = *problem*.RESULT(*node*, *action*)  *result* = Depth\_Limited\_Search(*child*, *problem*, *depth* – 1)  if(result is not None):  return result  return None |

|  |  |  |  |
| --- | --- | --- | --- |
| **Space Complexity:** since at one time only keeping in memory at most d nodes. | **Time Complexity:** Depth-Limited-Search is called up to times. Each call to Depth-Limited-Search takes time.  Given: , Then | **Complete:** Yes since all nodes are explored if | **Optimal:** Yes if all steps have uniform cost. |

**Uniform Cost Search (Uniformed Search)**

Uniform cost search explores nodes on the frontier based of a monotonically increase cost function. Hence its evaluation function is:

also referred to as

**def** UCS(problem):

initial\_state = problem.**INITIAL\_STATE**()

priority\_queue = {}

explored\_set = {}

priority\_queue.enqueue(initial\_state)

# Continue until either a solution is found or all nodes explored.

**while**( len(priority\_queue) > 0):

node = priority\_queue.pop()

# Must only check AFTER dequeueing the item to ensure it is optimal.

**if**(problem.**GOAL\_TEST**(node)): return **SOLUTION**(node)

# Add the node to the explored set.

explored\_set.append(result)

**for** action **in** problem.ACTIONS(node):

result = problem.RESULT(node, action)

# If not in the priority queue then enqueue it.

**if**( result **not in** priority\_queue **and** result **not in** explored\_set):

priority\_queue.enqueue(result)

# Current version of node has lower cost than version in priority queue

**elif**( result **in** priority\_queue **and** result.COST() < priority\_queue[result]. COST()):

priority\_queue.remove(result)

priority\_queue.enqueue(result)

# No path found

**return** None

**Pseudo code for A\* and UCS is the same with the implementation of the COST() method.**

**A\* Algorithm**

|  |  |  |  |
| --- | --- | --- | --- |
| A\* algorithm is a combination of the benefits of **Greedy-Best First Search** and **Uniform Cost Search**. | **Evaluation Function :**  Also written as: | Only performs the **GOAL-TEST** **after the node has been dequeued** from the priority queue. Similar to Uniform Cost Search. | Derives from Dijkstra’s Algorithm. |

|  |  |
| --- | --- |
| **Example of A\* Performing Better**  **than Greedy Best First Search**  A-Star Perform Better Than GBFS.png  **Greedy Best First Search Oscillates Between Nodes A and B so it is Incomplete.**  **This graph is solvable by A\*.**  Greedy Best First Search is **memory efficient** since it does not need to remember where it has been. | **Example of DFS Performing Better than A\***  **DFS Perform Better than A-Star.png**  **Heuristic for A\* is Euclidean distance. In this case, A\* adds B then D to the frontier. It next expands B and adds C to the frontier. It next explores C and finds no solutions so it explores D then finds the goal.** |

|  |  |
| --- | --- |
| **Recursive Best-First Search**  This algorithm is **optimal** when the heuristic is **admissible for trees**. The heuristic needs to be **consistent for tree search** to be optimal.  **f\_limit/min\_eval\_func\_val** – **Best alternative path available from the any ancestor of the current node.**  **Simplified Description of Recursive Best First Search**  1. Start from initial state and set the initial minimum cost of  2. Generate all successors of current node. Set successor cost to either current node evaluation function value () or the successors evaluation function cost.  3. Select successor node with minimum evaluation function () cost.  4. If current node is a goal state, then return the solution.  5. If this cost is more than the current minimum, backtrack to find node with current minimum.  6. Extract the evaluation function cost () of the second best successor of the current node.  7. Recurse using best successor found in step #3 and the minimum of the current minimum cost that was passed to the function and the second best successor of this node. This function results either a solution or None and updates the current best node’s evaluation function cost ().  8. If step #7 returned a solution, then return that, otherwise, jump to step #3. | **def** **RECURSIVE\_DEPTH\_FIRST\_SEARCH**(problem):  **return** **RDFS**(problem, problem.**INITIAL\_STATE**(), **inf**)  # Continues to recurse until current best cost is more than  **def** **RBFS**(problem, state, min\_eval\_func\_val):  # Check if a goal was reached. If so, return it.  **if**( problem.**GOAL\_TEST**(state) )**:**  **return** **SOLUTION**(state)  # Get set of successors  **for** a **in** problem.**ACTIONS**(state):  successors.**append**(problem.**RESULT**(state, a))  # Check a successor exists  **If**(len(successors) == 0)**:**  **return** **None**,  # Update all successor eval function values  **for** s **in** successors**:**  s.eval\_func\_val = **max**(node.eval\_func\_val, s.g + s.h)  **while**(True):  # Best successor is a node with min eval cost from successors  best\_successor = *node with least eval function value from the* ***successors***  # If the best successor is not better than current best, backtrack to current best  if(best\_succesor.eval\_func\_value > min\_eval\_func\_value):  **return None**, best\_successor.eval\_func\_value  # May need to recurse back to current level so store second best value for this level.  second\_best\_successor\_eval\_func\_val = *Eval func value for second best successor of state*  # Run RBFS again from current node with the new min value the minimum of the current  # minimum and the second best successor (i.e. alternative) for this current state/node.  result, best\_successor.eval\_func\_val = \  RBFS(problem, best\_successor, min(min\_eval\_func\_val,  second\_best\_succesor\_eval\_func\_val)  # If solution found, return it.  **if**(result **is not** None)**:**  **return** result |

**Memory Bounded Heuristic Search**

|  |  |
| --- | --- |
| **Iterative Deepening A\* (IDA\*) Algorithm**  Variant of the A\* algorithm that ***generally* slower but uses less memory.** Sets a maximum total cost (i.e. ) to a starting value of . In each round, any node whose total cost (i.e. ) is greater than the maximum is ignored. Perform A\* for thresholds:  def IDA\_Star(problem, initial\_max\_cost, maximum\_cost):  current\_max\_cost = initial\_max\_cost  while(current\_max\_cost < maximum\_cost):  result = A\_Star\_Search(problem, current\_max\_cost)  if(problem.**GOAL\_TEST**(result)):  return result  current\_maximum\_cost += initial\_max\_cost  return None | **Simplified Memory Bounded A\***  Approach to save memory in A\* algorithm.  **Procedure:**   1. Perform A\* until you run out of memory. 2. Delete fringe or explored set node with the worst cost. |

**Heuristic Classification**

**Evaluation Functions for Three Related Search Algorithms:**

|  |  |  |
| --- | --- | --- |
| **Uniform Cost Search:** | **Greedy Best First Search:** | **A\* Search Algorithm:**  A\* algorithm is the only one of the three whose evaluation function estimates the cost of the **total solution.** |

|  |  |
| --- | --- |
| **Admissible (Optimistic) Heuristic:** Any heuristic that never over estimates the cost of a solution. | **Consistent (Monotonic) Heuristic:** For every node, *n*, every successor, *n’*, that is reached by action, *a*, then the cost to reach the goal from *n* is less than or equal to the actual cost to go from *n* to *n’* by action *a* () plus the heuristic cost of *n’*.  **Note:** Any heuristic that is consistent is also admissible.  **Example:** Triangle Inequality when the heuristic is straight-line distance. |

**The tree-search version of A\* (i.e. DAG) is optimal if h(n) is admissible, while the graph search version of A\* is optimal if h(n) is consistent.**

|  |  |  |
| --- | --- | --- |
| **Lemma #1**  If was a consistent heuristic, then the values of are nondecreasing.  **Given a node *n*’ is a successor of *n* through action a, then:**  If *h(n)* is consistent, then:  Then: | **Lemma #2:** Whenever A\* selects a node for expansion, the optimal path to that node has been found.  Had lemma #2 not been the case, then there would have been another node *n’* on the path from the start to *n* that would have been on the optimal path.  **Because is non-decreasing, this node would have had a lower value of and would be expanded before *n* in A\*. Hence, this is a contradiction.** | **Combining Lemma #1 and Lemma #2**  **By Lemma #2:** If a goal node is explored, it is the optimal path to that goal node.  **By Invariant of A\*:** A\* algorithm explores nodes in non-decreasing order of .  **By Lemma #1:** is nondecreasing.  Combining Lemma #1, Lemma #2, and Invariant of A\*: Paths to any other unexplored states, including goal states, will have evaluation function values () greater than the first one explored. Hence, the optimal path to the first explored goal state is the optimal solution to the entire problem.  Since by lemma #2 A\* returns the optimal path to the first goal state, it returns the optimal path to the entire problem. |

**Choosing a Heuristic**

|  |  |  |  |
| --- | --- | --- | --- |
| **Effective Branching Factor (*b*\*):** For a set of *N* moves, it is the equivalent number of uniform branches for a depth *d*. It is a way to quantify the quality of a heuristic.  Derives from:  **Best branch possible factor is 1.** | **Relaxed Problem:** A version of the actual problem with fewer restrictions.  An exact solution to a relaxed problem is an admissible heuristic for the original problem. | **Dominating Heuristic:** A heuristic that always has a lower branching factor than another heuristic.  **Composite Heuristic:** Given a set of **admissible** heuristics { none of which is dominating, then the best heuristic is the composite heuristic: |  |

|  |  |  |  |
| --- | --- | --- | --- |
| **Subproblem:** A reduced version of the actual problem. Admissible heuristics can be derived from the solution to subproblems. | **Pattern Database:** Stores the exact solution for all versions of a particular subproblem.  To determine the heuristic cost for a version of the subproblem, look up the solution in the database and calculate the heuristic cost. | **Disjoint Patterns:** A problem can be divided into disjoint (i.e. nonoverlapping) subproblems. The disjoint solution to the problem is referred to as a disjoint pattern. | **Disjoint Pattern Database:** Stores solution to disjoint (non-overlapping, non-dependent) subproblems.  Using multiple disjoint subproblems in a disjoint pattern database, you can come up with a composite heuristic by **summing** the cost to solve each individual subproblem. |

**Local Search**

|  |  |  |  |
| --- | --- | --- | --- |
| **Local search** generally operates using a single **current node** and generally moves to neighbors of that node. | If the local search problem is an **optimization problem**, then it is accompanied by an **objective function** that is to be maximized or minimized. | **Complete Algorithm:** Always finds a solution if it exists.  **Optimal Algorithm:** Always finds a global maximum or minimum. | **State Space Landscape:** Landscape has a location (i.e. state) and an elevation (utility from the objective function) |

|  |  |
| --- | --- |
| **Hill Climbing Algorithm**  Local search algorithm that always proceeds to the next successor state with maximum utility. If two successors have the same utility, algorithm randomly chooses between them. Susceptible to **local maxima**.  Also referred to as **Greedy Local Search**.  **Variants of Hill Climbing**  **Sideways Move:** Allow hill climbing algorithm to move to a state of equal value. Helps to move past flat area in a graph. However, in a plateau, it can lead to an infinite loop so a limit on the number of consecutive sideways moves is common.  **Stochastic Hill Climbing:** Choose a successor state at random with the probability each successor is selected proportional to its utility.  **Hill Climbing with Restarts:** Hill climbing runs from a randomly chosen initial state. If it gets a solution, it returns. Otherwise, it generates another random initial state and repeats the process. Repeated *n* times or until a solution is found.  **Example:** If the probability of finding a solution from an initial state is ***p***, then it is expected  **restarts** will be required.  See page 122. | def HILL\_CLIMBING\_WITH\_RESTART(problem, max\_restarts):  while( max\_restarts > 0 ):  max\_restarts -= 1  problem**.INITIAL\_STATE** = problem.**RANDOMIZE\_STATE()**  result = Hill\_Climbing(problem)  if(problem.**GOAL\_TEST**(result)):  return result  return None  def HILL\_CLIMBING(problem):  current\_state = problem.**INITIAL\_STATE**()  while( True ):  # Update the previous utility  best\_successor = None  # Iterate through set of possible actions  for action in state.**ACTIONS**():  new\_state = problem.RESULTS(state, action)  if(best\_successor is None  or problem.**UTILITY**(new\_state) > problem.**UTILITY**(current\_state)):  best\_successor = new\_state  # Determine if the best successor is better than the current state  if(problem.**UTILITY**(best\_successor) > problem. **UTILITY**(current\_state)):  current\_state = best\_successor  else:  return current\_state  return None  **Note: This is a goal based version of Hill Climbing. If you are simply searching for a maximum or minimum, you would need to modify the algorithm to return “current\_state” at the end.** |

|  |  |
| --- | --- |
| **Simulated Annealing**  Can be used for either maximization or minimization problems.  Algorithm is designed to allow the current\_node to move to a worse state with decreasing probability as time progresses.  Probability of Moving to a Lower Value Solution is:  Simulated annealing chooses **a random successor.** | import **math**  import **random**  def **SIMULATED\_ANNEALING**(problem, schedule, limit, t\_min):  current\_state = problem.**INITIAL\_STATE**()  t = 0  while( True ):  t += 1  T = **schedule**(T)  if(T < t\_min or problem.**GOAL\_TEST**(current\_state)):  return current\_state  # Get the set of actions.  actions = current\_state.**ACTIONS**()  # If no successors possible, terminate  if(len(actions) == 0):  return None  # Randomly select a successor  a = actions[random.randint(0, len(actions) – 1]  # Get the successor state  next\_state = problem.**RESULT**(current\_state, a)  # Calculate the error  error = problem.**UTILITY**(next\_state) - problem.**UTILITY**(current\_state)  # If error is positive or probability less than specified number, then update the current state.  if(error > 0 or random.random() < math.exp( error/ T):  current\_state = next\_state  **Note: This version of the code is a maximization problem. Would need to modify slightly for a minimization problem.** |

|  |  |
| --- | --- |
| **Local Beam Search**  Type of local search.  **Procedure:**  1. Begin with *k* randomly generated states.  2. Check if any descendent states at the goal. If so, return state.  3. Order all successors from the *k* states and sort them by decreasing performance.  4. Choose the best *k* successors. If any successor has performance measure better than the current best, return to step #2.  The *k* successors are considered a **pool of candidates**. The successors are considered **offspring**. | **Variant of Local Beam Search**  Stochastic Local Beam Search: Choose *k* successors stochastically based off some metric. |

**Genetic Algorithm**

|  |  |
| --- | --- |
| A genetic algorithm is a **stochastic beam search** algorithm with one key modification:   * In local beam search, successors come from **modifying a single state (asexual reproduction)**. * In genetic algorithm, successors come from **combing two parent states (sexual reproduction)**.   **Population**: Set of *k* solutions. The **initial population** is *k* randomly generated solutions.  **Individual:** One solution/state in the population.  **Fitness Function:** Evaluation function that rates the quality (i.e. fitness of a solution) generally with general condition that better states have higher fitness function value.  **Crossover:** Process of merging two solution states to form a new successor.  **Mutation:** Random change to a successor solution. | **def** **GENETIC\_ALGORITHM**(problem, *FITNESS\_FUNCTION*, t\_max)  # Generate the population.  population = problem.**GENERATE\_POPULATION**()  # Start at time 0.  t = 0  **while**(t < *t\_max* **or Not** problem.**GOAL\_TEST**(best\_solution))**:**  # Increment current time.  t += 1  new\_population = {}  best\_solution = None  **for** i **in** range(0, problem.**POPULATION\_SIZE**())**:**  # Select two parent solutions.  x = **RANDOM\_SELECTION**(population, *FITNESS\_FUNCTION*)  y = **RANDOM\_SELECTION**(population, *FITNESS\_FUNCTION*)  # Merge the two solutions  child = **REPRODUCE**(x, y)  # Mutate on a low probability  **if**(random.random() < problem.**MUTATION\_PROBABILITY**)**:**  problem.**MUTATE**(child)  **if**(best\_solution **is None or** problem. **UTILTY**(best\_solution) < problem.**UTILTY**(child))**:**  best\_solution = child  # Add the child solution to the new population.  new\_population.**append**(child)  # Set the population to the newly created set.  population = new\_population  **return** best\_solution  **def REPRODUCE**(x, y):  # Pick a random cross over point  crossover\_point = **random.randint**(0, len(x) – 1)  # Crossover the two halves  **return** x[0:crossover\_point] + y[crossover\_point:len(y)] |

**8-Puzzle Goal State:**

|  |  |  |
| --- | --- | --- |
| **X** | 1 | 2 |
| 3 | 4 | 5 |
| 6 | 7 | 8 |

**Minimax (Adversarial Search)**

**Adversarial search** **problems** are those search problems that arise in **multiagent**, **competitive** environments. Adversarial search problems are also known as **games**.

In a **zero-sum game**, the results for the two players are always **equal and opposite**.

|  |  |  |
| --- | --- | --- |
| **Optimal Strategy** – A sequence of contingent decisions that will lead to outcomes as least as good as any other sequence of decisions against an infallible player. | **Perfect Information** – Any situation where an agent has all relevant information with which to make a decision and the results of actions are **deterministic**. | **Minimax Value** – Utility of being in a current state assuming both players play optimally until the end of the game. |

**Initial State** in Minimax – *s0*

Given a state, *s*, the six key methods used on that state are:

1. PLAYER(s) – Returns active player for the current state
2. ACTIONS() – Set of all possible actions/moves that can be made.
3. RESULTS(s,a) – Given a state, *s*, and an action *a*, it returns the successor state. It is also called a **Transitional Model**.
4. CUTOFF\_TEST(s,d) – Used in Heuristic minimax. Given a state, s, and a recursive depth, d, it determines if the cutoff condition of either a maximum depth or goal state has been reached.
5. TERMINAL\_TEST(s) – Used in standard minimax. Given a state, *s*, this function returns whether a goal state has been met. **Terminal states** are **leaf nodes** in the **search tree.**
6. UTILITY(s) – Given a state, *s*, this function returns the state’s utility score. It is also called a **Utility Function.**

|  |  |
| --- | --- |
| **Time Complexity with Alpha-Beta Pruning:** | **Time Complexity without Alpha-Beta Pruning:** |

|  |  |
| --- | --- |
| def **Minimax\_Algorithm**(state, is\_max):  alpha\_max = -inf  beta\_min = inf  best\_successor = None  # Iterate through all possible actions from this state  for *a* in state.**ACTIONS**():  # Get the successor state  next\_state = state.**RESULT**(state,a)  # Call heuristic minimax with starting depth 0  score = **H-Minimax**(next\_state, 0, !is\_max,  alpha\_max, beta\_min)  if(is\_max and score > alpha\_max):  best\_successor = a  alpha\_max = score  elif(not is\_max and score < beta\_min):  best\_successor = a  beta\_min = score  # Return the move with the best score  return best\_move | def **H-Minimax**(state, depth, is\_max, alpha\_max, beta\_min)  # *p* is the reference player for the utility function. Typically max.  if ( state.CUTOFF-TEST(depth) ):  return state.UTILITY(p)  for a in state.ACTIONS():  next\_state = state.RESULT(state, a)  if(is\_max):  # Perform beta pruning  alpha\_max = max(alpha\_max, H-Minimax(next\_state, depth+1,  not is\_max, alpha\_max, beta\_min))  if(alpha\_max ≥ beta\_min):  return alpha\_max  else:  beta\_min = min (beta\_min, H-Minimax(next\_state, depth+1,  not is\_max, alpha\_max, beta\_min))  # Perform alpha pruning  if(alpha\_max ≥ beta\_min):  return beta\_min  # After all actions tested, return score.  if(is\_max):  return alpha\_max  else:  return beta\_min |

**Alpha Beta Pruning**

|  |  |
| --- | --- |
| **Alpha (α)** – Maximum value found along the path by the MAX player.  **Alpha Cut/Alpha Pruning** – Performed by the **MIN player**. When the MIN player’s minimum score is already less than a previous MAX player’s maximum score, stop investigating subsequent paths and return the **current minimum score**. | **Beta (β)** – Minimum value found along the path by the MIN player.  **Beta Cut/Beta Pruning** – Performed by the **MAX player**. When the MAX player’s maximum score is greater than a previous MIN player’s minimum score, stop investigating subsequent paths and return the **current maximum score**. |

![Alpha and Beta Cut Example.png](data:image/png;base64,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)

**Minimax Search Tree Example with Alpha and Beta Cuts.**

This is a three move/**ply** search tree.

**Constraint Satisfaction Problem**

**Search problems** deal with states that are **atomic** (i.e. indivisible).

Often a state has field variables. Such field values are called a **factored representation** of the problem. A state **solves** a factored representation if each field variable satisfies all constraints on that variable.

**A factored representation can allow you to eliminate large areas of the search space by identifying then ignoring variable/value combinations that violate constraints.**

A constraint satisfaction problem **solution** is an assignment of values to variables that satisfies all constraints.

Assignment of values to variables in CSPs is **commutative**. Hence, the order that the values are assigned do not matter. If you consider the problem a search tree, there are at most *d* children from each node leaving a total of solutions for a finite domain

|  |  |
| --- | --- |
| **Components of a Constraint Satisfaction Problem:**   1. **– Set of variables** 2. **– Set of Domains** 3. **– Set of Constraints**   **Optional Definition:**  - Relation of multiple variables | **Definition of a Constraint**  A constraint is a pair:  **Scope:** Tuple of variables that participate in the constraint  **Relation:** A relation that the variables can take on. |

|  |  |  |  |
| --- | --- | --- | --- |
| **Assignment** – Allocation of values to variables.  **Solution:** A complete and consistent assignment. | **Consistent Assignment** – An assignment of values that does not violate any constraints.  This leads to the term **consistency** which is the **satisfaction of constraints.** | **Complete Assignment** – Every variable is assigned a value. | **Partial Assignment** – Only a subset of variables are assigned a value. |

|  |  |  |
| --- | --- | --- |
| **Domain**  A variable’s domain can be either **discrete** or **continuous**. If it is discrete, it can be either **finite** or **infinite** (e.g. set of integers).  **Simplest CSP Type:** Finite, discrete domain | **Constraint Language**  Defines the allowed relations between variables. It eliminates the need to enumerate allowed value lists. | **Linear Programming Problem:** Continuous CSP with **linear constraint function**(s).  Constraint functions can also be **nonlinear**. |

**Constraint Types**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| and  **Example Constraint:**  with | **Precedence Constraint:** A constraint that forces one variable to occur before (i.e. be less than) another variable.  **Example:** | **Disjunctive Constraint:** A constraint that two variables do not overlap (i.e. are not equal):  **Example:**  or | **Absolute Constraint:** Any constraint that must be met. | **Preference Constraint:** A constraint which guides the solution to preferred values.  Problems that optimized preference constraints are called **constraint optimization problems**. |

|  |  |  |  |
| --- | --- | --- | --- |
| **Unary Constraint** – A constrain involving only a single variable. | **Binary Constraint** – A constrain involving exactly two variables. | **Higher Order Constraint:** A constraint that involves a **fixed** number of variables that is more than two.  **All higher order constrains can be reformed as a set of binary constraints.** | **Global Constraint:** A constraint that takes an **arbitrary** number of variables. It does not need to be all variables. It just needs to be **not fixed** (i.e. arbitrary).  **Example:**  ***Alldiff*** |

**Constraint Graph/CSP Network:** Representation of a CSP as a graph. Each node is a variable and the arcs are binary constraints.

**Inference:** Using known/assigned values for a set of variables to select the values for other variables.

**Constraint Propagation:** Using the constraints to reduce the number of legal values for a variable. This in turn reduces the number of legal values for other variables in a cycle.

**Local Consistency:** Given a constraint graph, enforcing consistency (i.e. ensuring variables satisfy constraints) locally **in each part of the graph** leads to invalid values being eliminated throughout the graph.

**Node Consistency**

|  |  |  |
| --- | --- | --- |
| **Node Consistent Variable** – Any variable where every value in the variable’s domain **satisfies all of its unary constraints** in a CSP network. | **Node Consistent Network** – Any CSP network where **all variables are node consistent**. | Node consistency can be done as a **preprocessing step** to eliminate invalid values. |

**Arc Consistency**

|  |  |
| --- | --- |
| **Arc Consistent Variable** – Any variable where every value in the variable’s domain **satisfies all of its binary constraints** in a CSP network.  Variables are arc-consistent with respect to one another. Example: X being arc consistent with respect to Y does **NOT** imply Y is arc consistent with respect to X. | **def** AC\_3(csp):  arc\_queue = []  # Add all binary constraints to the queue.  **for** b\_constraint **in** csp.BINARY\_CONSTRAINTS**:**  arc\_queue.append( (b\_constraint.X\_i, b\_constraint.X\_j )  # Iterate until all arcs have been made consistent or an inconsistency is found.  **while**( len(arc\_queue) > 0 )**:**  (X\_i, X\_j) = arc\_queue.pop()  # Check if the domain of X\_i is revised.  **if**( REVISE(csp, X\_i, X\_j) )**:**  **if**(len(X\_i) == 0 )**:**  **return** **False**  # Only X\_i’s domain is reduced in function “REVISE” so only check relative to that.  # Since X\_i’s domain is reduced, any variable that is constrained by X\_i may need to be reduced  **for** X\_k **in** X\_i.NEIGHBORS() – {X\_j}**:**  # Only add back to domain if not X\_j  **if**(X\_k != X\_j **and** (X\_k, X\_i) not in arc\_queue):  arc\_queue.append( (X\_k, X\_i) )  **return** **True**  **def** REVISE(csp, X\_i, X\_j):  revised = False # Confirmed in loop  # Verify all elements in the domain of X\_i have a corresponding value in X\_j.  **for** x **in** csp.D\_i:  constraining\_value\_exists = False  # Iterate through all elements in X\_j’s domain to see if it constrains x in X\_i.  **for** y **in** csp.D\_j:  **if**( (x,y) **in** csp.C(X\_i, X\_j)) **:**  constraining\_value\_exists = **True**  **break**  # If no constraining value exists in X\_j, then remove the value from X\_i.  **if**(not constraining\_value\_exists)**:**  csp.D\_i.remove(d)  revised = **True**  # Return whether the domain of X\_i was revised (i.e. reduced)  **return** revised  Page 209 |
| **Arc Consistent Network** – Any CSP network where **all variables are arc consistent**. |
| **AC-3 (Arc Consistency Algorithm #3)**  Algorithm used to solve for Arc consistency  Only possible with finite domains. |
| **Constraints in Arc Consistency Algorithm**  In each iteration of AC-3 algorithm, it only checks the variable being arc-constrained (example in constraint (X,Y), X is being constrained by Y). To have a two directional constraint for X and Y, arc queue would need to contain (X, Y) and (Y, X)  After reducing the domain of X from constraint (X, Y), algorithm needs to recheck any domains that were constrained by X to ensure its domain values are still valid. |
| **Running Time of AC-3 Algorithm**  1. **REVISE Function**:  For each value in the domain of (up to *d* elements), you iterate overall elements in the domain of . Hence the running time is:  2. **Number of Times REVISE function is Run Per Constraint:**  The REVISE function is run whenever a constraint is popped off the queue. If the domain size is queue, it can be popped off the queue up to *d* times (once for each element.  3. **Number of Constraints:** *c*  **Total Running Time:** |

**Path Consistency**

|  |  |  |
| --- | --- | --- |
| **Path Consistency** – **A two variable set are path consistent with respect to a third variable**  if for every assignment of values to and consistent with the constraint , there is a valid assignment to that satisfies the constraints and . | **Origin of the Term “Path Consistency”**  Given a two variable set that is path consistent with respect to a variable , then it is like is on the path between and . | **Algorithm to Solve to Check for Path Consistency:** PC-2 |

**k-Consistency**

|  |  |  |  |
| --- | --- | --- | --- |
| A CSP is ***k*-consistent** if for **any set of *k-1* variables** and for **any consistent assignment** to those variables, a consistent value can **always** be assigned to any *k­*-th variable.  **Proving *k*-consistency takes exponential and space in the worst case**. | **1-consistency** is **node consistency.**  **2-consistency** is **arc consistency**. | **Strongly *k*-consistent:** Any CSP that is 1-consistent and 2-consistent and 3-consistent through k-consistent. Hence it is consistent for variable sets of size 1 through *k*. | Given *n* variables and a CSP that is strongly *n*-consistent, then an assignment of values is possible for this CSP.  **Running Time to Solve *n*-Consistent CSP**  **Time Complexity:**  Running time derives since for every *i*-th variable to assign, you must check all *i-1* variables for every *d* elements in the domain. Hence: |

**Consistency Checks for Global Constraints**

|  |  |  |
| --- | --- | --- |
| **Global Constraint** – A constraint with an arbitrary number of variables.  **Example Global Constraint:** *Alldiff* | **Alldiff Consistency Algorithm**  1. Delete a variable that has a singleton domain.  2. Remove the value from the domains of all other variables.  3. If any singleton domain variables still exists, jump to step #1.  4. If a domain has no values or there are more values than there are variables, the *Alldiff* constraint fails. | **Simplified Explanation of Alldiff Consistency Check**  If there are *m* variables and *n* possible values and  , then an inconsistency exists. |

**Sudoku**

|  |
| --- |
| Square grid of *n* by *n* cells. All numbers in a row must be unique and all numbers in a column must be unique. For every by subgrid, all numbers must be unique. Each section of the board where all numbers must be unique (e.g. row, column, subgrid) is called a **unit**.  **Formal Definition of Sudoku as a CSP:**  **Variables:**  total variables (one for each cell).  **Domain:**  **Constraints:** *Alldiff* constraints for each unit.  AC-3 Algorithm can be used to infer the value of cells and to reduce the domains of cells. |

**CSPs and Backtracking**

|  |  |
| --- | --- |
| **Backtracking Search** – Variant of Depth First Search where values are assigned to variables until no consistent, legal assignments are possible for a given variable at which point the algorithm ***backtracks*** to try to reassign a previous variable to a new value. | **def BACKTRACKING\_SEARCH**(csp):  **return** BACKTRACK({}, csp)  **def BACKTRACK**(assignment, CSP):  # Consistency of all variable assignment checked so if assignment is complete, it is a solution.  **if**(csp.**COMPLETE\_ASSIGNMENT**(assignment)) **return** assignment  # Select the next variable to assign  next\_var = csp.**SELECT\_UNASSIGNED\_VARIABLE**()  # Order the domain values based off which want to check first  var\_doman = csp.**ORDER\_DOMAIN\_VARIABLES**(assignment, next\_var)  # Iterate through all domain values.  **for** d **in** var\_domain:    # Ensure the assignment is consistent.  **if**(csp.**CONSISTENT\_ASSIGNMENT**(assignment, *d*))**:**  # Add the variable value to the assignment  assignment[var\_domain] = d    # Get and apply any inferences  inferences = csp.**INFERENCE**(assignment)  # Only recurse if valid inferences found.  **if**(inferences **is** **not** **None**)**:**  assignment.**APPLY\_INFERENCES**(inference)  result = **BACKTRACK**(assignment, csp)  **if**( result **is** **not** **None**):  **return** result  assignment.**REMOVE\_INFERENCES**(inference)  # Since no solution found using this assignment and variable value  # remove this variable value from the assignment.  **remove**( assignment[var\_domain] )  # No solution found so return None for failure.  **return** None |
| **Key Functions in Backtracking Search**  1. **SELECT\_UNASSIGNED\_VARIABLE**  2. **ORDER\_DOMAIN\_VALUES**  3.  **INFERENCE**  4. **BACKTRACK** (recursion) |
| **See page 215.** |

**Making Backtracking Search More Efficient and Sophisticated**

|  |  |  |  |
| --- | --- | --- | --- |
| **Variable Ordering**  By selecting a **variable most likely to fail earliest,** you are **prune the search tree** and **reduce the effective branching factor**.  **Minimum Remaining Value (MRV), Fail First,**  **Most Constrained Variable Heuristic:** Select the variable to assign next that has the smallest inferred domain (i.e. least remaining legal values).  **Degree Heuristic:** Select the variable for expansion that has the largest number of constraints on other variables. **Most commonly used heuristic to select the first variable for assignment.**  Degree heuristic can be used as a **tie breaker** for the more powerful MRV heuristic. | **Value Ordering**  **Least-Constraining Value Heuristic:** Select the value that rules out the least number of values for neighboring variables in the graph. | **Interleaving Search and Inference**  AC-3 can be used to infer reductions in the search domain both **before and during search**.  **Forward Checking** – One way to implement “Inference” in Backtracking algorithm. Whenever a variable is assigned, establish arc consistency for it on all unassigned variables. If arc consistency checking was done in preprocessing, forward checking adds no value.  MRV can be combined with forward checking to further prune the search tree. | **Chronological Backtracking:** Simplest form of backtracking. **Revisit the last assigned variable** (i.e. **most recent decision**) before the current variable. If the previous variable does not constrain the current variable, backtracking to only that level is wasteful.  **Intelligent Backtracking**  Better to backtrack to a variable that may fix the consistency issue.  **Conflict Set:** Set of value assignments that conflict with a some value for a variable. **Note:** This is value assignments not variables since a variable that can conflict for one value does not conflict for the currently assigned value.  **Backjumping:** Backtracking to the most recent variable in the conflict set. |

**Variable ordering is fail-first** ordering while **value ordering is fail-last**. This is because when you are trying to fail-first by selecting a variable, the order you inspect the values does not matter as you need to **inspect them all anyway**. As such, it makes the most sense to inspect the best solutions first in case one of them ***does actually succeed***.

**Logical and Knowledge Based Agents**

|  |  |
| --- | --- |
| **Knowledge Base (KB)** – Central component of a knowledge based agent. Composed of a set of **sentences**. **Similar to a database.** | **def** KNOWLEDGE\_BASED\_AGENT()  # KB is the persistent knowledge base.  # t a time counter initially starting at 0.  **TELL**( KB**, MAKE\_PERCEPT\_SENTENCE**(t) )  action = **ASK**(KB, **MAKE\_ACTION\_QUERY**(t) )  **TELL** ( KB, **MAKE\_ACTION\_SENTECE**(t) )  t += 1 # Increment time  # Return the selected action.  **return** action |
| **Knowledge Representation Language** – Formal notation used to express sentences in the knowledge base (KB). |
| **Sentence** – Statements that define the knowledge based. They have a specific notation called a syntax and their value (i.e. true or false) is defined by the semantics. |
| **Axiom** – A sentence that is taken as given without being derived from other sentences. |
| **Inference** – Deriving new sentences from existing sentences. |
| **Valid Knowledge Base Operations:**   1. **TELL** 2. **ASK**   **Supporting Knowledge Based Agent Commands:**   1. **MAKE\_PERCEPT\_SENTENCE** 2. **MAKE\_ACTION\_QUERY** 3. **MAKE\_ACTION\_SENTENCE** |
| **Background Knowledge** – Initial knowledge in the knowledge base. |
| **Four Step Procedure for a Knowledge Based Agent:**   1. **Tell the knowledge base what it perceives.** 2. **Ask the knowledge base it should perform.** 3. **Tell the knowledge base the action it will perform.** 4. **Executive the action.** |

|  |  |  |
| --- | --- | --- |
| **Knowledge Level** – What the agent knows at a give point in time.  Given an agent’s knowledge level and goals, you can predict its actions. | **Declarative Approach** – Tell the knowledge base all it needs to know. | **Procedural Approach** – Procedures for desired behaviors and actions are hard coded into the agent. |

**Wumpus World**

|  |  |  |  |
| --- | --- | --- | --- |
| The knowledge based agent is in an environmentconsisting of rooms connected by passageways. Some rooms contain bottomless pits while others contain goal. One wumpus lives in the cave in one room. Wumpus eats anyone who enters its room but does not move. Player has one arrow that can kill the wumpus. | **Performance Measure**  +1000 points for getting gold.  -1000 points for falling into a pit or eating a wumpus.  -1 for each action taken.  -10 for using an arrow. | **Actuators**  Move forward one room.  Turn left 90 degrees.  Turn right 90 degrees.  Shoot the arrow  Climb out (if in starting space) | **Sensors**  **Stench:** A wumpus is in an adjacent room.  **Breeze:** A pit is in an adjacent room.  **Glitter:** Gold is in the player’s room  **Scream:** Wumpus is killed.  **Bump:** Player walks into a wall. |

**Logic**

|  |  |  |  |
| --- | --- | --- | --- |
| **Syntax** – Sentence formatting to make all knowledge sentences well formed. | **Semantics** – Provide meaning to sentences. It defines **truth** for every **possible world**.  **Example:** For the sentence, is true in the world where and . | **Model** – Substitute for the phrase “**possible world**.” **A model fixes the truth or falsehood for every relevant sentence.** | **Satisfaction:** Making a sentence true using an allowed model/possible world.  **Example:** If sentence *α* is true in model *m*, then model *m* **satisfies** sentence *α*. |

**Entailment**

|  |  |  |
| --- | --- | --- |
| **Entailment Between Sentences: When one sentence logically follows from another sentence or set of sentences. It is similar to implies in philosophy.**  **Symbol:**  Given two sentences *α* and *β*, then sentence *α* entails the sentence *β* if and only if:  The knowledge base is a set of sentences. The knowledge base is false in models that conflict with the knowledge base. | **Model Checking:** Given a knowledge base, KB, and verify it is a model of *α*. Hence:  **Model checking entails enumerating all possible models to determine whenever *KB* is true that *α* is also true. It only works on finite domains.**  **Logical Inference:** Process of drawing conclusions (i.e. new sentences) through entailment.  **Symbol of Inference:** ˫  Given a knowledge base, *KB*, and a sentence *α*, if an inference algorithm, *i*, inferred *α* from *KB* then: | **Sound or Truth Preserving Inference Algorithm:** Can only derive entailed sentences. **Hence it cannot prove any sentence that is wrong.**  **Example:** Model checking is a sound algorithm since it does not work on infinite spaces.  **Complete Inference Algorithm:** Can derive any entailed sentence. **A complete inference algorithm can prove anything that is right.** |

**Syntax**

|  |  |  |
| --- | --- | --- |
| **Syntax:** Defines allowable sentences.  **Semantics:** Defines what a sentence means.  **Model:** Fixes the **truth value** (i.e. true or false) for each proposition symbol.  **Atomic Sentence:** Simplest type of sentence and contains a single **propositional symbol** (i.e. **variable**)  **Propositional Symbol:** Represents a proposition or statement that can be either true of false.  **Naming Convention:** First letter is capitalized followed by lower case letters and subscripts.  **Positional symbols with fixed meaning:** True (always true position) and False (always false proposition) | **Logical Connectives**  Symbols that operate on propositional logic symbols.  : Not (**Negation**)  : Or (**Disjunction**). Individual terms are called **disjuncts**.  : And (**Conjunction**). Individual terms are called **conjuncts**.  : Imply (**Implication**)  or : **Biconditional.** “**If and only if**”  **is True unless *A* is true and *B* is false. is true only if A and B are both true or are both false.**  If , then:   * A is the **premise** or **antecedent** * B is the **conclusion** or **consequent**. | **Valid Sentence**  **Operator Precedence**  , , , , |

|  |  |
| --- | --- |
| **Inference Proving**  Checking if | |
| **Model Checking:** Enumerate all the models and check if all for all possible models where KB is that is also true.  **Model checking is very similar to a truth table.** | **Theorem Proving:** Using sentences already in the model, apply rules of inference to construct a proof of the desired sentence without consulting models. |

|  |  |
| --- | --- |
| **Literal:** In a complex sentence, a literal is either an atomic sentence (i.e. **positive literal**) or its negation (i.e. **negative literal**). | **Logical Connectives:** Used to construct complex sentences out of atomic sentences. |

|  |  |
| --- | --- |
| **Logical Equivalence:** Two sentences and that are true in the same set of models.  **Notation:** | **Validity**: A sentence that is **valid** (**true**) in **all models**.  **Tautology**: A valid sentence. |

**Common Logical Equivalences**

|  |  |  |  |
| --- | --- | --- | --- |
| **Commutative of** |  | **Commutative of** |  |
| **Associativity of** |  | **Associativity of** |  |
| **Double Negation** |  | **Contraposition** |  |
| **Implication Elimination** |  | **Biconditional Elimination** |  |
| **DeMorgan’s Law** |  | **DeMorgan’s Law** |  |
| **Distributivity of and** |  | **Distributivity of and** |  |
| **Modus Ponens** |  | **Modus Tollens** |  |
| **And Elimination** |  |  |  |

|  |  |
| --- | --- |
| **Satisfiability:** A sentence that can be made true with some model. For a finite environment, satisfiability can be by enumerating all possible models and seeing if any leads to the statement being true. CSP consistency checking is a type of satisfiability problem.  **Example:** is true in the model: | **Validity and Satisfiability:** A sentence is valid if and only if its negation is not satisfiable.  **Reduction ad absurdum/Proof By Reduction/Proof by Contradiction**: Given a logical expression, assume the opposite of the expression and determine if it is satisfiable. |

|  |
| --- |
| **Proof:** A chain of conclusions that leads to the establishing some statement following from the knowledge base. |

**Example**

|  |  |
| --- | --- |
| Consider a situation where four light switches on a control panel. Define a knowledge base for this system with conditions defined in **Part A** and **Part B**.  **Definition:**  : Propositional symbol for the first switch and is true if the switch is on and false otherwise.  : Propositional symbol for the second switch and is true if the switch is on and false otherwise.  : Propositional symbol for the third switch and is true if the switch is on and false otherwise.  : Propositional symbol for the fourth (i.e. last) switch and is true if the switch is on and false otherwise. | **Part A:** The first and last switches are never both on.  **Part B:** At least one switch must be on. |

**Python Review**

**Python Basics**

|  |  |  |  |
| --- | --- | --- | --- |
| **Command Line Call to Run Python:**  *python filename.py*  **Python File Extension:**  \*.py | **Command to Print to Console:**  *print "Hello World!”*  **Printing without Inserting a Newline:**  Use “,” (Comma)  *print* “Hello World”, | **Command to Get Last Result:**  \_ (Underscore)  **Example:**  >>> 2/3 + 7.9  >>> print \_ + 1 # prints 8.9 | **Valid Python Operators:**  +, \*, -, /, \*=, /=, -=, +=, %, ==, !=  // (Integer Division), \*\* (Power)  **Math Functions:**  *math.exp*( *value* ): e^value  *random.randint*(n,m): Integer n ≤ x ≤ m  *random.random*(): Float 0 ≤ x < 1  **Invalid Operators:**  ++, --  **Minimum and Maximum Value:**  inf, -inf |

|  |  |  |  |
| --- | --- | --- | --- |
| **Conditionals:**  if( *expr* ):  # Do something  *elif*( *expr* ):  # Do something  *else*:  # Do something | **Boolean Arithmetic:**  *is*, *and*, *or*, *not*  **Boolean Literals:**  *True*, *False*  **Check Membership in List:**  *in* | **File IO:**  f = *open*(“filename.txt”, “w”)  line = f.*readline*()  f.*close*()  # Iterate over a file line by line  for line in open(“my\_file.txt”):  #Do something | **Formatted Printing:**  Use the % symbol similar to C/C++  *print* “%3d %0.2f” % (10, .9799)  # Prints “10 0.98” |

**Python String Manipulation**

|  |  |  |  |
| --- | --- | --- | --- |
| **Python String Implementation**  Immutable ***list*** of characters.  **String Concatenation:**  + (plus sign) | **Converting from a String:**   * **int**(“38”) * **float**(“46.456”)   **Converting to a String:**   * **str**(7) * **repr**(32.9) | **Substring Manipulation**  Use [] like a list with the first character index 0  a = “Hello World”  *print* a[4] # Prints “o”  *print* a[:5] # Prints “Hello”  *print* a[6:] # Prints “World”  *print* a[3:8] # Prints “lo Wo” | **Checking for Substring:**  Use the *in* operator:  if( “hello” in “hello world”):  *print* “It’s in there.”  **Get Index of Substring:**  x = “hello world”.index(“llo”)  print x # Prints “2” |

**Element Containers**

|  |  |  |  |
| --- | --- | --- | --- |
| **List (Array) Basics:**  Able to hold data of different types in the same list including other lists. Uses **[]**  x =[ 5, 4, “hello”, “world” ]  *print* x[1] # Prints “4”  *print* x[1:] # Prints “[4, “hello”, “world”]”  *print* x[0:2] # Prints “[4, 5]”  y =[ [3, 2], [1, 0]]  print y[1][0] # Prints 1 | **Nested (Two-Dimensional) Lists:**  y =[ [3, 2], [1, 0]]  *print* y[1][0] # Prints 1  **Concatenating Lists:**  x = [ 1, 2, 3]  y = [4, 5]  z = x + y  *print* z # Prints “[1, 2, 3, 4, 5]” | **List Length:**  Use **len**()  x = [1, 2, 5, 10]  *print* len(x) # Prints “4”  **Extracting List Properties:**  **max**( *list* ) – Gets Maximum Value in List  **min**( *list* ) – Gets Maximum Value in List | **Tuple:**  Immutable list. Created used **()** parenthesis.  **Accessing Tuple Elements:**  c = (4, 5)  print c[1] # Prints “5”  a, b = c # a = 4 and b = 5 |

|  |  |  |  |
| --- | --- | --- | --- |
| **Creating a Tuple:**  a = (1, 2, 3) # Tuple of size 3  b = ( x, y ) # Tuple made of two variables  c = “Hello”, “World” # Tuple of size 2  d = () # Empty Tuple  e = “yo”, # Tuple of size 1  f = (“yo”, ) # Equal to e  g = (d, ) # Tuple of empty tuple ( (), ) | **Sets:**  Unordered collection of unique elements.  x = set( [ 3, 6, 9, 2])  my\_set = set(“goodness”)  print my\_set # Prints [“g”, “o”, “d”, “n”, “e”, “s”] with **no duplicates**  **Frozenset:**  An immutable set.  x = frozenset([4, 5, 6])  **Set Operations:**  | Union, & Intersection, - Difference,  ^ Symmetric Difference (XOR) | **Dictionary:**  Associative Array (i.e. hash table). Uses **{}** curly brackets.  person ={  “name”: “bob”,  “age”: “27”,  “sex”: “Male”  }  print person[“name”] # prints “Bob”  **Deleting from a Dictionary:**  **del** person[“name”] | **Dictionary Membership Test:**  Use the keyword “in”  if( “name” in person ):  *print* person[“name”] # Prints “bob”  **Accessing Tuple Elements:**  person.**keys**() # Gets all dict keys  person.**values**() # Gets all dict values  person.**len**() # Gets all dict length |

**Looping and Iteration**

|  |  |  |  |
| --- | --- | --- | --- |
| **While Loop:**  while( *expr* ):  # Do something | **For Loop:**  for x in [2, 4, 5, 6, 9]:  *print* x  for y in range(1, 10):  *print* y # Only prints 9 lines | **range:**  Iterable object in Python.  *range*(0, 10) – Creates list of 0 to 9 in steps of 1  *range*(10) – Starting 0 not needed. Same as range(0,10)  *range*(0, 5, 2) – Starts 0 and steps by 2 until 5  *range*(7, 2, -1) – Starts at 7 and decrements by 1 until 3  **range vs. xrange:**  range creates an array that Python iterates over. This is memory inefficient. *xrange* acts like a real for loop without the memory overhead of range. | **Iterable Objects in Python:**  *set*, *frozenset*  List, Tuple  Dictionary *key*  File (*open*(“filename”)  String (letter by letter)  Generator |

**Functions**

|  |  |  |  |
| --- | --- | --- | --- |
| **Creating a Function:**  **Keyword:** ***def***  def my\_func(*params*):  # Do something  **Keyword to Return:** **return**  **Supports Recursion:** Yes  **Taking an Arbitrary Number of Input Variables**  **Keyword: \*args**  **def** my\_function(**\*args**):  **pass** | **Scope:**  Default scope in python is **local**.  i = 5  **def** print\_i():  i = 4  print i  print\_i() # Prints “4”  print I # Prints “5” | **Keyword to Add to Global Scope: global**  **def** assign\_i():  global i  i = 3 | **Storing a Function in a Variable:**  **def** print\_i()  i = 4  print i  a = print\_i  a() # Prints “4” |

|  |  |  |
| --- | --- | --- |
| **Anonymous Function:**  Keyword: **lambda**  g = **lambda** x: x\*\*3  print g(10) # Prints “1000”  h = **lambda** y,z: z + 2\*y  print h(2, 3) # Prints “8”  **def** make\_adder(n):  return **lambda** z: z+n  f = make\_adder(2)  print f(3) # Prints “5”  print f(6) # Prints “8”  g = make\_adder(4)  print f(3) # Prints “7”  print f(6) # Prints “10”  **LAMBDA NEVER HAS A RETURN** | **Generator**  Uses the **yield** construct and the object method **next**.  Allows you to get a sequence of objects in a dedicated routine.  def countdown(n):  while(n > 0):  **yield** n  n -= 1  # Creates the function call as object but does NOT run it yet  x = countdown(3)  *print* x.next() # First runs “countdown(3)” then prints “3”  *print* x.next () # Prints “2”  *print* x.next () # Prints “1” | **Coroutine**  Uses the **yield** construct and the object method **send** and **next**.  Allows you to pass a sequence of values one at a time to a function (e.g. log file printer)  def print\_matches(text):  *print* “Trying to find text: “ + text  while(True):  line = **(yield)**  if(text in line ):  *print* line  # Creates the function call as object but does NOT run it yet  x = print\_matches(“hello”)  x.next() # Runs to first yield.  *print* x.send(“lalalala”) # Prints nothing  *print* x. send (“hello world”) # Prints “hello world” |

**Classes**

|  |  |  |  |
| --- | --- | --- | --- |
| **class** **ClassName**(*inherited\_class1, inherited\_closs2*):  # Class variables  class\_name = “Class Name”  # Constructor  **def \_\_init\_\_**(self):  *self*.attribute1 = 1  *self*.attribute2 = [3, 4]  *self*.length\_value = 1  # Called without parenthesis for methosd  **@property**  **def** length(self)  **return** *self*.length\_value  # Called by ClassName.static\_method(*arg*)  **@staticmethod**  **def** print\_class\_name()  *print* class\_name  **Calling Supercass Methods**  **Option #1**  **super**(SuperClassName, **self**).methodName(variables)  **Option #2**  \_ClassName\_\_method\_name(variables) | **Invoking a Class Constructor:** Use the class name followed by two paranethesis. Example for class “Stack”:  **Example:** my\_stack = **Stack()**  **Class Special Methods:** **\_\_**name**\_\_** Always preceded and proceeded by two underscores.  **@property:** Class methods that do not require parenthesis when called. Typically return an object or primitive.  **Static Method: @staticmethod**  Called using the **class name** not an object name.  **Example:** ClassName.static\_method() | **Inheritance and Classes:** Python class can inherit multiple classes.  **Class and Inheritance Functions:**   * **type**(variable\_name): Returns a formatted string of object’s class name. * **isinstance**(variable\_name, ClassName): Returns True if variable is of type ClassName, False otherwise.   **Example:** *isinstance*(my\_stack, Stack) returns True.   * **issubclass**(SubclassName, ClassName): Returns true if SubclassName is a subclass of ClassName.   **Example:** *issubclass*(Stack, object) returns True. | **Abstract Classes**  Requires the import:  **from** abc **import** ABCMeta, **abstractmethod**, **abstractproperty**  # Required first line for abstract class  **\_\_meta\_class\_\_ = ABCMeta**  **@abstractmethod**  **def** my\_method(*args*):  **pass**  **@abstractproperty**  **def** my\_method(*args*):  **pass**  **Abstract classes do NOT inherit ABCMeta.** |

**Exceptions**

|  |  |  |
| --- | --- | --- |
| **Format for an Exception**  **try:**  **pass**  **except** ErrorTypeName **as** error\_object:  # Catches only error of type ErrorName  **pass**  **except:**  # Catches all exceptions  **pass**  **finally:**  # Always run  **pass** | **Creating Your Own Exception**  **class** **MyException**(exception):  **def** \_\_init\_\_(self, errno, msg):  self.args = (errno, msg)  self.errno = errno  self.msg = msg  **class** MyException2(exception):  **pass** | **Throwing an Exception**  Use the **raise** keyword  **raise** MyException(404, “Access Forbidden”) |

**Modules, Importing, and the sys Toolset**

|  |  |  |
| --- | --- | --- |
| **Importing From a Module with Normal Namespace**  **Syntax: import filename**  Filename is the python filename without the file extension (.py). When importing in this fashion, it uses the file name as the namespace for the functions/classes in that file.  **Example:** Python file div.py has a function called divide that divides to integers.  **import** div  print **div.divide**(4,2)  **Importing From a Module with a New Namespace**  **Syntax: import** filename **as namespace**  Use a custom namespace name for  **Example:** Python file div.py has a function called divide that divides to integers. New namespace is named “foo”  **import** div **as** **foo**  print **foo**.divide(4,2) | **sys – Common System Functions**  **import** sys  **Command Line Arguments:**  **sys.argv**  **Quitting Python:**  **sys.exit(0)**  **Printing to the Console (Substitute for print):**  **sys.stdout(“Hello World”)**  **Getting User Input from the Console:**  input = **sys.stdin.readline()** | **Function to Add Set of Integers**  **Passed by Command Line**  **import** sys  def sum\_command\_line\_args()  input\_args = **sys.argv**  sum = 0  **try:**  # Skip element one since module name  **for** i **in** range(**1**, *len*(input\_args)):  sum += *int*(input\_args[i])  **catch:**  *print* “Input argument not an integer”  **sys**.**exit**(0)  # Print the sum to the console.  *print* “The sum of the input arguments is: “,  *print* sum\_command\_line\_args() |

|  |  |
| --- | --- |
| **Documentation String**  **Documentation String:** First statement of a module, class, or function.  **Extracting Documentation String for a Function, Class, or Module:**  Use the method **\_\_doc\_\_**  **Example:** A function exists called fact. To print its documentation string, call:  *print* fact.\_\_doc\_\_  **Accessing Documentation String Outside a Python Program**  **Example:** Function *fact* exists in module MyModule.py  **Interpretative Mode:**  **import**(MyModule)  **help**(MyModule.fact)  **Command Line:**  **pydoc** MyModule.fact | **Unit Testing**  Included in **Documentation String**.  **Module Name:** **doctest**  **Unit Test Function Name:** testmod()  **Format:**  **>>>** function\_name(*args*)  *result*  **Example:**  **def** multiply(*a, b*):  “””  >>> multiply (0, 1)  0  >>> multiply (2, 1)  2  >>> multiply (3, -1)  -3  “””  **return** a \* b  **Setting Up doctest in Supporting Modules**  # Check to see if this module is main  **if**( \_\_name\_\_ == ‘main’)**:**  # Import doctest module then run testmod()  **import** doctest  **doctest.testmod()** |

**Benefits of Python**

|  |  |
| --- | --- |
| Good string and list processing functionality which minimizes awkward additional coding. | Scripted/interpreted coding available for testing |
| Higher order function support (e.g. functions can take other functions as arguments) | Syntax is comparable to other languages. |
| Good set of built-in libraries. | Wide range of free libraries and projects to build off. |
| People outside AI use it so others can appreciate your code. |  |

**Special Notes**

**Python:**

1. Do not forget colons in Python code including after function definitions, for, while, and if statements.
2. Do not forget to call imports in Python code for modules such as math, random, and sys.
3. Printing a formatted string of numbers can be written:

print “%3d %0.2f” % (10, .9799) # Prints 10 with a preceding space and 0.98

1. It is possible to have Tuples of size 0 by doing:

x = ()

1. It is possible to have Tuples of size 1 by doing:

x = “Hello World”,

x = (“Hello World”,)

1. For an abstract class, you need the line:

\_\_metaclass\_\_ = ABCMeta

**General Agents:**

1. **Components Needs to Pass the Turing Test:**
   1. **Natural Language Processing**
   2. **Knowledge Representation** (i.e. storage paradigm)
   3. **Automated Reasoning**
   4. **Machine Learning**
2. **Cognitive Science:** Brings together computer models from AI and experimental techniques from psychology to construct precise and testable **theories of the human mind.**
3. **Agent Function** – Maps percept sequence to agent action.
4. **Simple Reflex Agent** – Select actions based off the **current percept only.** Often defined by **condition-action rules** (i.e. **productions**)
5. **Goal Based Agents** – A **goal** is a binary condition (i.e. either met or not met). A goal based agent tries to reach a target goal. **Search and planning agents** may be goal based agents.
6. **Problem solving agents** deal with **atomic environments** (i.e. the environment is treated as a single whole and is **indivisible**).

**Search:**

1. In Recursive Best First Search code, remember to do the Goal\_Test at the beginning of the function and to check if the successors list is empty after creating it.
2. Effective Branch Factor: Equivalent branch factor if the search tree was modelled as a balanced tree (i.e. where the number of children for each node is equivalent for all nodes).

**Constraint Satisfaction:**

1. **Node Consistent Variable** – Any variable where every value in the variable’s domain **satisfies all of its unary constraints** in a CSP network.
2. In AC-3, only excluding the current paired variable are expanded.
3. **Local Consistency:** Given a constraint graph, enforcing consistency (i.e. ensuring variables satisfy constraints) locally **in each part of the graph** leads to invalid values being eliminated throughout the graph.
4. **Path Consistency** – **A two variable set are path consistent with respect to a third variable**  if for every assignment of values to and consistent with the constraint , there is a valid assignment to that satisfies the constraints and .
5. **Interleaving Search and Inference** AC-3 can be used to infer reductions in the search domain both **before and during search**.
6. **Forward Checking** – One way to implement “Inference” in Backtracking algorithm. Whenever a variable is assigned, establish arc consistency for it on all unassigned variables. If arc consistency checking was done in preprocessing, forward checking adds no value.
7. **Minimum Remaining Value (MRV), Fail First, Most Constrained Variable Heuristic:** Select the variable to assign next that has the smallest inferred domain (i.e. least remaining legal values).

**Logic and Logic Agents**

1. Declarative Programming: Provide information to the agent on information it needs to know and it figures out how to achieve the solution. De Procedural approach: Teach the agent how to do certain actions and it uses that information to figure out a solution to what you intend for it to do.
2. **Background Knowledge** – Initial knowledge in the knowledge base.
3. **Inference** – Deriving new sentences from existing sentences.
4. **Logical Connectives:** Used to construct complex sentences out of atomic sentences.
5. **Theorem Proving:** Using sentences already in the model, apply **rules of inference** to construct a proof of the desired sentence without consulting models.
6. **Entailment Between Sentences: When one sentence logically follows from another sentence or set of sentences. It is similar to implies in philosophy.**
7. **Logical Inference:** **Process of drawing conclusions (i.e. new sentences) through entailment**. **Symbol of Inference:** ˫ Given a knowledge base, *KB*, and a sentence *α*, if an inference algorithm, *i*, inferred *α* from *KB* then:
8. **Sound or Truth Preserving Inference Algorithm:** Can only **derive** entailed sentences. **Hence it cannot prove any sentence that is wrong.** **Example:** Model checking is a sound algorithm since it does not work on infinite spaces.
9. **Complete Inference Algorithm:** Can **derive** any entailed sentence. **A complete inference algorithm can prove anything that is right.**
10. **Literal:** In a complex sentence, a literal is either an atomic sentence (i.e. **positive literal**) or its negation (i.e. **negative literal**).
11. **Proof:** A chain of conclusions that leads to the establishing some statement following from the knowledge base.

**General:**